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Terrain and Model Queries Using Scalar
Representations With Wavelet Compression

Christoph Fünfzig, Torsten Ullrich, Dieter W. Fellner, and Edward N. Bachelder

Abstract—In this paper, we present efficient height/distance
field data structures for line-of-sight (LOS) queries on terrains
and collision queries on arbitrary 3-D models. The data struc-
ture uses a pyramid of quad-shaped regions with the original
height/distance field at the highest level and an overall minimum/
maximum value at the lower levels. The pyramid can compactly
be stored in a wavelet-like decomposition but using max and plus
operations. Additionally, we show how to get minimum/maximum
values for regions in a wavelet decomposition using real algebra.
For LOS calculations, we compare with a kd-tree representation
containing the maximum height values. Furthermore, we show
that the LOS calculation is a special case of a collision detection
query. Using our wavelet-like approach, even general and arbi-
trary collision detection queries can efficiently be answered.

Index Terms—Collision detection, distance fields, heightfield
interrogation, kd-tree data structure, line-of-sight (LOS) compu-
tation, pyramid algorithms, wavelets.

I. INTRODUCTION

THE SIMULATION and planning of realistic movements
governed by physics is necessary for many applications.

The simulation of movements is often based on collision de-
tection, as changes of movements occur at events, where geo-
metries collide.

Planning solutions like signal strength prediction [1], [2]
and antenna placement [3] may use ray-casting models for
electromagnetic wave propagation. In these models, the main
propagation paths are evaluated by rays (geometric optics), and
special wave effects are added at the intersection points of
the rays with the terrain surface. Of course, the line-of-sights
(LOSs) from the antennas account for the main propagation
paths. Thus, efficient LOS computation is an important means
for terrain interrogation.

In this paper, we present efficient height/distance field data
structures for LOS queries on terrains and collision queries
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on arbitrary 3-D models. The data structure uses a pyramid
of quad-shaped regions with the original height/distance field
at the highest level and maximum values of regions at the
lower levels (maximum mipmap heightfield). The pyramid can
compactly be stored in a wavelet-like decomposition but us-
ing max and plus operations. Additionally, we show how to
get minimum/maximum values for regions in a nonstandard
wavelet decomposition in real algebra (wavelet heightfield).
For heightfields (like regular-grid terrains), the data structure is
similar to a 2-D kd-tree with added minimum/maximum height
values in inner nodes.

The technique for a single heightfield can be extended to
a spherical distance field for arbitrary 3-D models. With the
spherical distance field according to a fixed center point, conser-
vative distance bounds to the model can efficiently be queried.
Furthermore, we show that even general and arbitrary collision
detection queries can similarly be answered to LOS queries.

Applications: Height/distance field data sets are required in
various applications. Due to their size, they are commonly com-
pressed using a wavelet basis. Fig. 1 shows an example of a dis-
tance data set, compressed with the Daubechies-4 wavelet and
its subband coefficients adaptively quantized. The motivation
for this work is to directly use the compressed data sets (without
a complete decompression step) for queries (collision and LOS
tests). We call this on-the-fly decompression during querying,
which is similar to the coupling of decompression with render-
ing [4]. The benefits are much lower memory requirements at
the same or even smaller runtime. The problem of how to get
minimum/maximum values for representations with wavelets
in real algebra is covered in Section III-B. Using a special Haar
wavelet-like decomposition in max-plus algebra, the maximum
values of quad-shaped subregions are directly available from
the representation. Due to their small support and discontinuity,
they are worse in terms of compression efficiency but are very
fast to reconstruct and query. The construction and reconstruc-
tion of the maximum mipmap heightfields are described in
Section III-A.

II. RELATED WORK

Basic data structures used for the LOS computation prob-
lem are the grid structure and several tree-structured schemes.
The grid structure is a sampled representation, directly storing
height/distance values to a reference plane or reference surface.
There have been several approaches of compressing the grid
data, among them spatial hashing [5] and wavelet transform
[4]. The kd-tree is a binary tree with splits cycling through the
d dimensions. It has been invented for organizing point sets for
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Fig. 1. Reconstruction of point cloud (256 × 256) from Daubechies-4 wavelet representations. The scene consists of a sphere in the center and a plane in the
back right. (Left to right) 32-bit quantization in all subbands (MSE = 1.92876e − 019; MAXSE = 3.78111e − 018); 32 bits in bands 0–3, 16 bits in bands 4
and 5, 8 bits in band 6, and 4 bits in band 7 (MSE = 8.36761e − 005; MAXSE = 0.0261943); and 32 bits in bands 0 and 1, 16 bits in bands 2 and 3, 8 bits
in bands 4 and 5, 4 bits in band 6, and 2 bits in band 7 (MSE = 0.00229742; MAXSE = 0.78619). The MSE is the mean square error, i.e., the mean of square
differences between the original and the reconstructed distance values over the full image. The MAXSE is the maximum of all square difference values.

nearest neighbor searching [6] and stores data for rectangular
spatial cells in its nodes. Frisken et al. [7] use simultaneous
splits of all dimensions resulting in a 2d-ary tree and store data
for the cell corners. With bilinear interpolation on the space
region, they represent a continuous scalar function. Lefebvre
and Hoppe [8] covers the problem of encoding the tree topology
and the tree data with a combination of techniques suitable for
random access.

LOS Calculation: The most straightforward approach to cal-
culate LOS traverses the projection of the ray on the domain
plane and checks the ray heights against the heightfield heights
at a number of points per cell [9]. Different terrain recon-
struction is possible for noninteger grid positions: point recon-
struction, double linear interpolation, and bilinear interpolation.
Without a specific test for the reconstruction used, an exact LOS
test is not possible. By checking a number p of discrete points
per grid cell, large low-height regions cannot be exploited. The
approach always requires l · p height evaluations regardless of
the terrain traversed, where l is the ray length in cells.

Recently, graphics processing units (GPU) have also been
used to determine the LOS on a terrain (see [10] and [11]).
These approaches render both the terrain surface and the ray
line and test if all line fragments are above the terrain surface.
If this is the case, it is a LOS up to the image resolution
used for rendering and for terrain reconstruction. A special
hardware occlusion test is used for counting the number of
visible fragments.

There is also work on slightly extended visibility problems
like computing the horizon for each grid point and direction
sector [12]–[14]. Originally, the resulting horizon map was
invented for self-shadowing the terrain surface.

Collision Detection: Naive approaches to determine all col-
lisions of n object parts require a runtime of O(n2), which will
rapidly be too much in practice. Innumerable algorithms with
reduced runtime complexity have been developed in the last
decades. They can be classified according to different schemes
with regard to, e.g., field of application or solution strategy.

A general approach for collision detection uses hierarchies of
simple bounding volumes containing model parts. Researchers
have proposed several bounding volumes, including spheres,
axis-aligned bounding boxes, oriented bounding boxes, and
discrete orientation polytopes. Here, the performance depends
on the tightness of the bounding volume, the efficiency of the
intersection test for the bounding volume, and the strategy for
hierarchy generation [15], [16].

Fig. 2. Partitioning plane subdividing the ray into a near segment and a far
segment at the ray–plane intersection point.

Bounding volume hierarchies with deformable models re-
quire additional time for refitting. Several papers discuss opti-
mizations for special deformations like linear morphing, linear
blend skinning, and linear combined displacement fields [17].
In this area, simpler ones like Cartesian grids and 1-D arrays
accessed by hashing are commonly used. McNeely et al. [18]
and Teschner et al. [5] build a voxel grid for the static model,
where the points of a small movable model are queried against.
This approach guarantees the high feedback rate needed by a
haptic feedback device, and it is tailored to the haptic applica-
tion domain.

Several authors [19], [20] use Cartesian distance fields for
the implicit representation of models.

III. LOS CALCULATION BASED ON KD-TREES

A ray is defined by an origin point and a direction vector,
which implicitly gives a search order on the data domain
traversed by the ray. Thus, if the data domain is partitioned
into several parts, then these parts can be searched according to
the ray. LOS computation is a problem of this kind. Addition-
ally, the parameter interval of the ray inside a domain part is
available during traversal.

The simplest partition tree for a 2-D domain is a binary
tree with domain-orthogonal partitioning planes. The parameter
interval [0,∞] is subdivided by the ray–plane intersection point
at parameter split = �n · (�p − �o)/�n · �d into the near interval
[0, split] and the far interval [split,∞] (Fig. 2).

For axis-orthogonal partitioning planes, the ray–plane inter-
section computation split = (px − ox)/dx resp. split = (py −
oy)/dy is simple and, therefore, particularly fast to com-
pute. The resulting partitioning tree with alternating x- and
y-orthogonal planes is called a kd-tree of dimension 2. The
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Fig. 3. (Left) Two-dimensional heightfield shown as a grayscale image. Its nonstandard decomposition using a maximum operation. Green pixels mark positive
detail coefficients dj

k
, and red pixels mark negative coefficients dj

k
. A pixel’s intensity encodes the difference magnitude (consequently, small differences are in

black).

traversal of the kd-tree can be adapted for ray segments re-
stricted to a parameter interval [tnear, tfar]. The traversal visits
the near node iff [0, split] ∪ [tnear, tfar] = [tnear, split] is not
empty, and it visits the far node iff [split,∞] ∪ [tnear, tfar] =
[split, tfar] is not empty. This way, the interesting parameter
interval of the ray is always available for the current node.
The special cases, where the ray is parallel to the partitioning
plane (split = ∞) or pointing away from the partitioning plane
(split < 0), are easy to handle.

We described so far the traversal of a 2-D domain (the height-
field plane) by a kd-tree of dimension 2. For a 2.5-D heightfield,
which is a real height function on the 2-D domain, the approach
can be extended. If for each kd-tree node the maximum height
is available, then it can be used to prune subtrees of the
kd-tree from traversal. This simple extension requires only one
additional real value per inner node of the kd-tree.

As the domain part represented by a kd-tree node shrinks
with each subdivision, the leaf nodes represent single entries of
the heightfield grid. From these discrete measurements, terrain
surfaces can be reconstructed of various orders of continuity
and of polynomial type. The question “which one represents the
terrain best for a special application” has received considerable
interest [21].

The height of the kd-tree for a heightfield of size n · m is
log2(n · m), and the number of nodes is 2(n · m)). With over-
lapped splitting, the height is log2(n · m) + 2 and 8(n · m))
nodes. The data per node consist of two pointers (4 bytes each
on a 32-bit architecture), the real maximum height (8 bytes in
double precision), and the real split value (8 bytes in double
precision), so that the memory requirements sum up to 20 bytes
per node. For comparison, the given heightfield array consists
of n · m height values with 8 bytes per entry.

A. Nonstandard Decomposition in Max-Plus Algebra

The compressed grid for a heightfield of size n × m has
the same memory requirements as the square grid of side
length max(ñ, m̃) resp. 2 · max(ñ, m̃) with overlapped split-
ting, whereas x̃ denotes the smallest power of two greater than
or equal to x.

The inefficiency for nonpower-of-two and nonsquare formats
can be eliminated, for example, by tiling techniques (as done
in JPEG2000 [22]) or by a Boolean sequence, which gives the
orientation of the split, horizontal or vertical.

This way, the wavelet-like compressed grid is a different
storage scheme for the previously presented kd-tree. However,
if sufficient memory is available, the square power-of-two
format with its implicit 4-ary splitting is beneficial for caching
and runtime efficiency.

Using the notation introduced in [23] and [24], the heightfield
decomposition can be described by

cj−1
k = max

(
cj
2k, cj

2k+1

)
and dj−1

k = cj
2k − cj

2k+1

using maximum coefficients cj
k and the corresponding detail

coefficients dj
k. The composition step is then calculated by

cj+1
2k = cj

k + min
(
0, dj

k

)
and cj+1

2k+1 = cj
k − max

(
0, dj

k

)
.

Fig. 3 illustrates the results of a nonstandard decomposition
to a quadratic heightfield of size 220 × 220. In the nonstandard
decomposition, the application of the filter alternates between
columns and rows.

The analysis filter can be described in a short manner using
operations in max-plus algebra Rmax [25]. This way, the filter
process is very similar to one of Haar wavelets, although the
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maximum filter does not satisfy the wavelet-filter definition
within the algebra Rmax.

B. Nonstandard Decomposition in Real Algebra

In the previous section, we described a wavelet-like de-
composition where the maximum value of a region is directly
available in the representation. Here, we want to show how
maximum computation is possible with a nonstandard wavelet
decomposition in real algebra. This is possible using a linear
combination of scalar basis functions on the domain. The
nonstandard approach to generate 2-D basis functions b(x, y)
is to combine two 1-D basis functions in a tensor-product
fashion, i.e.,

b(x, y) = b1(x) · b2(y). (1)

The 1-D basis functions b(x) can be grouped into subspaces
bi,k ∈ Vi, which build a nested set of vector spaces V0 ⊂ V1 ⊂
V2 ⊂ · · ·. As i increases, the dimension of Vi, and as a conse-
quence thereof the power to represent a function, increases. The
basis functions for the space Vi are known as scaling functions.

The orthogonal complement of Vj in Vj+1 is called Wj and
contains all functions in Vj+1 that are orthogonal to all those
in Vj according to a chosen inner product. The basis functions
of Wj are called wavelets. Altogether, the space Vi is decom-
posed into

Wi−1 ⊕ Vi−1 = Wi−1 ⊕ Wi−2 ⊕ · · · ⊕ W0 ⊕ V0 (2)

and for the 2-D tensor products ViVi

Wi−1Wi−1 ⊕ Wi−1Vi−1 ⊕ Vi−1Wi−1 ⊕ Vi−1Vi−1

= Wi−1Wi−1 ⊕ Wi−1Vi−1 ⊕ Vi−1Wi−1 ⊕ · · ·V0V0. (3)

Furthermore, the spaces Vj and Wj contain also the translated
functions f(x − k2−j), k integer, with each function f(x).
Similarly, the scaled functions f(2x) is in Vj−1 for each
function f(x) in Vj . A function f in space ViVi can be re-
presented as

f(x, y) =
∑
(k,l)

ck,lbk(x)bl(y) (4)

where {bk} and {bl} span the spaces Vj and Wj with 0 ≤ j < i.
Due to the finite small support of basis functions bk(x)bl(y), it
is possible to express the maximum

max {f(x, y) : (x, y) ∈ D1 × D2}
≤

∑
(k,l)∈P (D1,D2)

ck,l max{bk|D1}max{bl|D2}

+
∑

(k,l)∈N(D1,D2)

ck,l min{bk|D1}min{bl|D2} (5)

as a linear combination of the basis function’s minima/maxima,
where P (D1,D2) ∪ N(D1,D2) are all index pairs, for
which support{bk} ∩ D1 	= 
 and support{bl} ∩ D2 	= 
,
and P (D1,D2) are the index pairs with positive coefficients
and N(D1,D2) are the index pairs with negative coefficients,
respectively. A sampled representation of bk ∈ Vj and bk ∈ Wj

Fig. 4. Maximum values of positive coefficients (and, similarly, minimum
values of negative coefficients) at different levels j.

can be determined by reconstructing the basis function from
an impulse. As the spaces Vj and Wj are highly structured,
the minima/maxima of basis functions on their support can be
precomputed from a prototype impulse and systematically tab-
ulated. The sum (5) incorporates an increasing number of basis
functions at higher levels of the decomposition, starting with
the value corresponding to V0V0. At level j, there are 3 · 2j · 2j

basis functions, and altogether, there are 1 + 3
∑

j=0,...,n 2j2j

summands. For efficiently computing a lower/upper bound, we
can precompute the maximum cmax1

j of all positive coeffi-
cients corresponding to space WjVj and the minimum cmin1

j

of all negative coefficients corresponding to space WjVj at level
j. Similarly, we denote the maximum cmax2

j , the minimum
cmin2

j corresponding to space WjWj , and cmax3
j , cmin3

j cor-
responding to space VjWj . With these values, we can compute
a weaker upper bound

max {f(x, y) : (x, y) ∈ D1 × D2}
≤ c0,0 max{b0|b0 ∈ V0V0}

+
∑

j=1,...,n

cmax1
j max{b1|b1 ∈ WjVj}

+
∑

j=1,...,n

cmin1
j min{b1|b1 ∈ WjVj}

+
∑

j=1,...,n

cmax2
j max{b2|b2 ∈ WjWj}

+
∑

j=1,...,n

cmin2
j min{b2|b2 ∈ WjWj}

+
∑

j=1,...,n

cmax3
j max{b3|b3 ∈ VjWj}

+
∑

j=1,...,n

cmin3
j min{b3|b3 ∈ VjWj} (6)

with only 6n + 1 summands. Fig. 4 sketches the domain sec-
tions for which minimum/maximum values are precomputed.
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TABLE I
TIMINGS OF LOS COMPUTATION ON THE SAME HEIGHTFIELDS IN

DIFFERENT RESOLUTIONS (QUERIES TO TWO GROUND

STATIONS PER HEIGHTFIELD PIXEL)

TABLE II
TIMINGS OF DIFFERENT SEARCH DIRECTIONS: FORWARD, BACKWARD, OR

BASED ON WHICH ONE WAS FASTER IN THE LAST QUERY (HEIGHTFIELD

OF RESOLUTION 220 × 220 WITH TWO GROUND STATIONS)

C. Empirical Comparison

We have implemented the kd-tree data structure and its
compressed variant with LOS computation. In this section, we
give a short comparison of its performance in terms of data
set sizes and search directions. A detailed comparison can be
found in [26].

Table I lists the computation times for different resolutions
of the same heightfield data set. All timings were taken on
a Windows XP system with an Intel Pentium M 1.6-GHz
processor and 1.5-GB RAM. Point reconstruction is fastest as
it needs to access only a single height value at the leaf level.
For bilinear approximate and bilinear reconstruction, we try
to keep the four leaf nodes required for the reconstruction
sequentially in memory. The resulting performance is roughly
3/4 of that of point reconstruction. In particular, it is notable
that the wavelet-based storage scheme is nearly as fast as the
kd-tree with fully stored inner nodes. For the more complex
bilinear reconstruction in leaf nodes, the difference is even
smaller.

The tests comparing search directions in Table II show that
using the information where the intersection point was in the
last query (at a different height or in a horizontal or vertical
neighbor) is most successful. In addition, this information is
very easy to exploit. Note that it is not easy to predict if a
forward or backward search has a shorter search length up to
an intersection as it requires carrying out the search.

Fig. 5. Typical sphere parameterization and an alternative.

IV. COLLISION DETECTION BASED ON SPHERICAL

DISTANCE FIELDS

Using a spherical distance field, we developed a collision
detection algorithm [27]. In contrast to multiresolution mesh
representations with wavelets [28] or progressive meshes [29],
our approach is simpler and does not reproduce the model
topology but allows one to efficiently generate conservative
bounding volumes for model parts.

The spherical sampling according to a single center point
requires a spherical parameterization, where we have chosen
one with six charts derived from the box sides. The use of a
spherical representation allows fast model rotation and on-the-
fly generation of spherical shell bounding volumes for model
parts.

Like most collision detection algorithms, this approach con-
sists of two parts: a preprocessing step and a testing routine,
which represents the intrinsic collision test.

During the preprocessing step, the algorithm takes an initial
model and determines a model center. The choice of the cen-
ter point and its position is very important for the sampling
process. A center point, with respect to which the model is star
shaped, is preferable. However, even if such a star exists, it is
expensive to compute. Heuristic choices such as the center of an
enclosing sphere or the model’s mass center are good enough to
serve as a sampling center. The result of the sampling process
is a spherical heightfield r(φ, θ) over the parameter domain
[0, 2π] × [−(π/2), (π/2)], which encloses the whole object.

As in this parameterization all meridians coincide with each
other at the poles, an intersection test in a near pole region
would lead to many descending tests and a bad performance.
Therefore, another sphere parameterization, which is illustrated
in Fig. 5, is used. It subdivides a sphere into six separate
congruent regions and applies an angle-based parameterization
to each side. Subsampling of the six charts of our spherical
representation is done analogous to a discretized Cartesian
heightfield explained above. An illustrative example is shown
in Fig. 6.

Having transformed all objects this way, it is possible to
perform a simple and fast collision test. At runtime, the inter-
section test starts with the model representation at the lowest
resolution and tests whether they collide or not. If this test
is positive, the level of detail will be increased. Thereby, it
is important for performance purposes that only intersecting
sectors are considered further on.
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Fig. 6. Banana model, with (top) maximum distances on the six sides shown
as grayscale images with a resolution of 16 × 16 and (bottom) corresponding
transforms. The lower left sample contains the overall maximum distance.
The other samples are differences as in a nonstandard decomposition, where
red/green encodes the difference sign (negative/positive), and intensity encodes
the difference magnitude (consequently, small differences are in black).

As long as there are intersecting sectors of different objects,
the algorithm refines the objects. If the algorithm reaches the
highest resolution of an object, the collision test is performed on
the object primitives, which determines the colliding subparts.

The most relevant part concerning performance is the inter-
section test routine. Without a doubt, the test has to report an
intersection, if there is one. However, if there is no intersection,
the test may report one by mistake. The less faulty positive
results are reported, the faster the algorithm works, as unnec-
essary refinements are omitted. Therefore, balancing accuracy
and efficiency are essential.

At level 0, both objects to test are enclosed by tight spheres.
The test, whether two spheres intersect each other, is that
simple, that there is no need for simplification. However, at all
other levels of detail, the algorithm has to check two sphere
sections, which is analyzed in the list that follows.

1) So-called bounding volume tests enclose the objects to
test within geometrically simpler objects; for example,

a polygonal frustum might be used to enclose a sphere
section. Although the intersection test of two polygonal
frustums is rather simple, the amount of tests increases,
and the enclosing quality is rather bad.

2) A totally different approach to check for intersections
uses interval/affine arithmetics [30]. In theory, this ap-
proach offers an exact and fast intersection test. Although
such a test might exist, a practical test has not yet been
implemented.

3) The intersection test presented in [31] is based on al-
gebraic tests for intersection. This test is suitable for
our purposes, but due to its complexity and compu-
tational expense, we prefer a computationally cheaper
alternative.

The following geometrical test shows reasonable perfor-
mance. Checking two capped cones in 3-D is nontrivial. Subject
to the orientation of the cone axes, two cases are analyzed.
The first case deals with nonparallel axes, whereas the second
case deals with parallel lines. A heuristically chosen (angle)
threshold distinguishes between the nonparallel and parallel
cases.

In the nonparallel case for both axes, the shortest distance
and the corresponding perpendicular points P1 and P2 are
determined. The test itself considers cone sections. One cone
is intersected with a plane containing the first cone’s center and
the line through P1 and P2. This results in a well-known cone
section. The first cone is reduced to a line, which passes the
first cone’s center and the point that you get by translating P1

within the considered plane toward the cone section’s focus.
The intersection test is then reduced to a 2-D intersection test
between a cone section and a line.

In the parallel case, the algorithm analyzes the projection
of one cone onto the other cone’s axis and vice versa. For
each projection, two distance checks of points against their
according radii are performed, which results in a total of four
checks. The special case of parallel lines is separately handled
for optimization, as in this case the whole test can be done by
some interval checks, which are much faster.

Together with a quick rejection test (consider bounding cylin-
ders instead of cones) and a quick acceptance test (consider
spheres inside the cones) for the nonparallel case, the algorithm
is reasonably fast.

Collision Detection Comparison: To show the efficiency of
the new collision detection method, we have run a series of
benchmarks on a Windows PC with a Pentium M 1.6-GHz
processor. Realistically benchmarking collision detection algo-
rithms is a difficult task. This is because there is a wealth of
models with different characteristics and motions relative to
each other. In [32], a benchmarking scheme for two models
each contained in a unit box is proposed, where the second
object performs a number of full-z rotations (in 1000 frames)
at decreasing distances relative to the first object.

To compare this approach with well-known collision de-
tection methods, we have included timings using an 18-sided
discrete orientation polytope (18-DOP) [32] and oriented
bounding boxes as in the publicly available library RAPID [33].
These approaches also report all triangle pairs in collision.
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Fig. 7. Collision test for models Tree (4316 triangles) and Beetle (57 243 triangles). The line drawings show the axis of each capped cone of the discretized
models. The benchmark “Transform” reports all triangle pairs in collision without elimination of duplicates; “TransformSingleLayer” reports a single triangle pair
per layer of a colliding shell pair; and “TransformSingle” reports a single triangle pair in a colliding shell pair. For comparison, 18-DOP bounding volumes and
oriented bounding volumes (public library RAPID) are shown.

The Fig. 7 contains the collision test models: a tree model
colliding with a Beetle car model. This test demonstrates the
algorithm’s ability to handle all kinds of models. Absolutely
unstructured polygon soups, as used for the leaves within the
tree model, can be handled the same way like all other kinds
of representations without any problems. Furthermore, the tree
model is neither convex nor star shaped.

If reporting only a single triangle per spherical shell, the
timings do not very much vary. In this mode of collision
determination, the collision time is independent of the triangle
count. It only depends on the sampling density and the volume
between the inner and outer bounding shells.

V. CONCLUSION

We have presented a new collision detection algorithm,
which is suitable for all model types, e.g., polygon soups,
surfaces, and volumetric models. It is simple to implement, and
its storage scheme consumes half the space compared to the full
storage of the hierarchical spherical distance field.

The approach is scalable in the information it gives in colli-
sion determination. If it reports a single triangle per spherical
shell, then the collision time only depends on the sampling
density and the volume of spherical shells, which are used
as bounding volumes, but not on the primitives’ count of the
model. Due to this fact, it is possible to tightly estimate the time
bounds for the collision test. For bounding volume hierarchies,
the worst-case time bounds are not tight in general, as the
bounding volumes can arbitrarily overlap in space.

If we check all triangle pairs inside a spherical shell for
intersection, then the approach works well in situations with
few collisions, which are the most relevant in practice. In close-
proximity situations, the algorithm degenerates to comparing
triangle lists sorted according to the center distances of a
triangle point.

Furthermore, we have shown that LOS calculation and col-
lision detection can similarly be handled. Our wavelet-like
storage scheme can be used with both arbitrary collision de-
tection queries and LOS queries to create a more compact
representation in memory.
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Terrain and Model Queries Using Scalar
Representations With Wavelet Compression

Christoph Fünfzig, Torsten Ullrich, Dieter W. Fellner, and Edward N. Bachelder

Abstract—In this paper, we present efficient height/distance
field data structures for line-of-sight (LOS) queries on terrains
and collision queries on arbitrary 3-D models. The data struc-
ture uses a pyramid of quad-shaped regions with the original
height/distance field at the highest level and an overall minimum/
maximum value at the lower levels. The pyramid can compactly
be stored in a wavelet-like decomposition but using max and plus
operations. Additionally, we show how to get minimum/maximum
values for regions in a wavelet decomposition using real algebra.
For LOS calculations, we compare with a kd-tree representation
containing the maximum height values. Furthermore, we show
that the LOS calculation is a special case of a collision detection
query. Using our wavelet-like approach, even general and arbi-
trary collision detection queries can efficiently be answered.

Index Terms—Collision detection, distance fields, heightfield
interrogation, kd-tree data structure, line-of-sight (LOS) compu-
tation, pyramid algorithms, wavelets.

I. INTRODUCTION

THE SIMULATION and planning of realistic movements
governed by physics is necessary for many applications.

The simulation of movements is often based on collision de-
tection, as changes of movements occur at events, where geo-
metries collide.

Planning solutions like signal strength prediction [1], [2]
and antenna placement [3] may use ray-casting models for
electromagnetic wave propagation. In these models, the main
propagation paths are evaluated by rays (geometric optics), and
special wave effects are added at the intersection points of
the rays with the terrain surface. Of course, the line-of-sights
(LOSs) from the antennas account for the main propagation
paths. Thus, efficient LOS computation is an important means
for terrain interrogation.

In this paper, we present efficient height/distance field data
structures for LOS queries on terrains and collision queries
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on arbitrary 3-D models. The data structure uses a pyramid
of quad-shaped regions with the original height/distance field
at the highest level and maximum values of regions at the
lower levels (maximum mipmap heightfield). The pyramid can
compactly be stored in a wavelet-like decomposition but us-
ing max and plus operations. Additionally, we show how to
get minimum/maximum values for regions in a nonstandard
wavelet decomposition in real algebra (wavelet heightfield).
For heightfields (like regular-grid terrains), the data structure is
similar to a 2-D kd-tree with added minimum/maximum height
values in inner nodes.

The technique for a single heightfield can be extended to
a spherical distance field for arbitrary 3-D models. With the
spherical distance field according to a fixed center point, conser-
vative distance bounds to the model can efficiently be queried.
Furthermore, we show that even general and arbitrary collision
detection queries can similarly be answered to LOS queries.

Applications: Height/distance field data sets are required in
various applications. Due to their size, they are commonly com-
pressed using a wavelet basis. Fig. 1 shows an example of a dis-
tance data set, compressed with the Daubechies-4 wavelet and
its subband coefficients adaptively quantized. The motivation
for this work is to directly use the compressed data sets (without
a complete decompression step) for queries (collision and LOS
tests). We call this on-the-fly decompression during querying,
which is similar to the coupling of decompression with render-
ing [4]. The benefits are much lower memory requirements at
the same or even smaller runtime. The problem of how to get
minimum/maximum values for representations with wavelets
in real algebra is covered in Section III-B. Using a special Haar
wavelet-like decomposition in max-plus algebra, the maximum
values of quad-shaped subregions are directly available from
the representation. Due to their small support and discontinuity,
they are worse in terms of compression efficiency but are very
fast to reconstruct and query. The construction and reconstruc-
tion of the maximum mipmap heightfields are described in
Section III-A.

II. RELATED WORK

Basic data structures used for the LOS computation prob-
lem are the grid structure and several tree-structured schemes.
The grid structure is a sampled representation, directly storing
height/distance values to a reference plane or reference surface.
There have been several approaches of compressing the grid
data, among them spatial hashing [5] and wavelet transform
[4]. The kd-tree is a binary tree with splits cycling through the
d dimensions. It has been invented for organizing point sets for

0018-9456/$25.00 © 2009 IEEE
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Fig. 1. Reconstruction of point cloud (256 × 256) from Daubechies-4 wavelet representations. The scene consists of a sphere in the center and a plane in the
back right. (Left to right) 32-bit quantization in all subbands (MSE = 1.92876e − 019; MAXSE = 3.78111e − 018); 32 bits in bands 0–3, 16 bits in bands 4
and 5, 8 bits in band 6, and 4 bits in band 7 (MSE = 8.36761e − 005; MAXSE = 0.0261943); and 32 bits in bands 0 and 1, 16 bits in bands 2 and 3, 8 bits
in bands 4 and 5, 4 bits in band 6, and 2 bits in band 7 (MSE = 0.00229742; MAXSE = 0.78619). The MSE is the mean square error, i.e., the mean of square
differences between the original and the reconstructed distance values over the full image. The MAXSE is the maximum of all square difference values.

nearest neighbor searching [6] and stores data for rectangular
spatial cells in its nodes. Frisken et al. [7] use simultaneous
splits of all dimensions resulting in a 2d-ary tree and store data
for the cell corners. With bilinear interpolation on the space
region, they represent a continuous scalar function. Lefebvre
and Hoppe [8] covers the problem of encoding the tree topology
and the tree data with a combination of techniques suitable for
random access.

LOS Calculation: The most straightforward approach to cal-
culate LOS traverses the projection of the ray on the domain
plane and checks the ray heights against the heightfield heights
at a number of points per cell [9]. Different terrain recon-
struction is possible for noninteger grid positions: point recon-
struction, double linear interpolation, and bilinear interpolation.
Without a specific test for the reconstruction used, an exact LOS
test is not possible. By checking a number p of discrete points
per grid cell, large low-height regions cannot be exploited. The
approach always requires l · p height evaluations regardless of
the terrain traversed, where l is the ray length in cells.

Recently, graphics processing units (GPU) have also been
used to determine the LOS on a terrain (see [10] and [11]).
These approaches render both the terrain surface and the ray
line and test if all line fragments are above the terrain surface.
If this is the case, it is a LOS up to the image resolution
used for rendering and for terrain reconstruction. A special
hardware occlusion test is used for counting the number of
visible fragments.

There is also work on slightly extended visibility problems
like computing the horizon for each grid point and direction
sector [12]–[14]. Originally, the resulting horizon map was
invented for self-shadowing the terrain surface.

Collision Detection: Naive approaches to determine all col-
lisions of n object parts require a runtime of O(n2), which will
rapidly be too much in practice. Innumerable algorithms with
reduced runtime complexity have been developed in the last
decades. They can be classified according to different schemes
with regard to, e.g., field of application or solution strategy.

A general approach for collision detection uses hierarchies of
simple bounding volumes containing model parts. Researchers
have proposed several bounding volumes, including spheres,
axis-aligned bounding boxes, oriented bounding boxes, and
discrete orientation polytopes. Here, the performance depends
on the tightness of the bounding volume, the efficiency of the
intersection test for the bounding volume, and the strategy for
hierarchy generation [15], [16].

Fig. 2. Partitioning plane subdividing the ray into a near segment and a far
segment at the ray–plane intersection point.

Bounding volume hierarchies with deformable models re-
quire additional time for refitting. Several papers discuss opti-
mizations for special deformations like linear morphing, linear
blend skinning, and linear combined displacement fields [17].
In this area, simpler ones like Cartesian grids and 1-D arrays
accessed by hashing are commonly used. McNeely et al. [18]
and Teschner et al. [5] build a voxel grid for the static model,
where the points of a small movable model are queried against.
This approach guarantees the high feedback rate needed by a
haptic feedback device, and it is tailored to the haptic applica-
tion domain.

Several authors [19], [20] use Cartesian distance fields for
the implicit representation of models.

III. LOS CALCULATION BASED ON KD-TREES

A ray is defined by an origin point and a direction vector,
which implicitly gives a search order on the data domain
traversed by the ray. Thus, if the data domain is partitioned
into several parts, then these parts can be searched according to
the ray. LOS computation is a problem of this kind. Addition-
ally, the parameter interval of the ray inside a domain part is
available during traversal.

The simplest partition tree for a 2-D domain is a binary
tree with domain-orthogonal partitioning planes. The parameter
interval [0,∞] is subdivided by the ray–plane intersection point
at parameter split = �n · (�p − �o)/�n · �d into the near interval
[0, split] and the far interval [split,∞] (Fig. 2).

For axis-orthogonal partitioning planes, the ray–plane inter-
section computation split = (px − ox)/dx resp. split = (py −
oy)/dy is simple and, therefore, particularly fast to com-
pute. The resulting partitioning tree with alternating x- and
y-orthogonal planes is called a kd-tree of dimension 2. The
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Fig. 3. (Left) Two-dimensional heightfield shown as a grayscale image. Its nonstandard decomposition using a maximum operation. Green pixels mark positive
detail coefficients dj

k
, and red pixels mark negative coefficients dj

k
. A pixel’s intensity encodes the difference magnitude (consequently, small differences are in

black).

traversal of the kd-tree can be adapted for ray segments re-
stricted to a parameter interval [tnear, tfar]. The traversal visits
the near node iff [0, split] ∪ [tnear, tfar] = [tnear, split] is not
empty, and it visits the far node iff [split,∞] ∪ [tnear, tfar] =
[split, tfar] is not empty. This way, the interesting parameter
interval of the ray is always available for the current node.
The special cases, where the ray is parallel to the partitioning
plane (split = ∞) or pointing away from the partitioning plane
(split < 0), are easy to handle.

We described so far the traversal of a 2-D domain (the height-
field plane) by a kd-tree of dimension 2. For a 2.5-D heightfield,
which is a real height function on the 2-D domain, the approach
can be extended. If for each kd-tree node the maximum height
is available, then it can be used to prune subtrees of the
kd-tree from traversal. This simple extension requires only one
additional real value per inner node of the kd-tree.

As the domain part represented by a kd-tree node shrinks
with each subdivision, the leaf nodes represent single entries of
the heightfield grid. From these discrete measurements, terrain
surfaces can be reconstructed of various orders of continuity
and of polynomial type. The question “which one represents the
terrain best for a special application” has received considerable
interest [21].

The height of the kd-tree for a heightfield of size n · m is
log2(n · m), and the number of nodes is 2(n · m)). With over-
lapped splitting, the height is log2(n · m) + 2 and 8(n · m))
nodes. The data per node consist of two pointers (4 bytes each
on a 32-bit architecture), the real maximum height (8 bytes in
double precision), and the real split value (8 bytes in double
precision), so that the memory requirements sum up to 20 bytes
per node. For comparison, the given heightfield array consists
of n · m height values with 8 bytes per entry.

A. Nonstandard Decomposition in Max-Plus Algebra

The compressed grid for a heightfield of size n × m has
the same memory requirements as the square grid of side
length max(ñ, m̃) resp. 2 · max(ñ, m̃) with overlapped split-
ting, whereas x̃ denotes the smallest power of two greater than
or equal to x.

The inefficiency for nonpower-of-two and nonsquare formats
can be eliminated, for example, by tiling techniques (as done
in JPEG2000 [22]) or by a Boolean sequence, which gives the
orientation of the split, horizontal or vertical.

This way, the wavelet-like compressed grid is a different
storage scheme for the previously presented kd-tree. However,
if sufficient memory is available, the square power-of-two
format with its implicit 4-ary splitting is beneficial for caching
and runtime efficiency.

Using the notation introduced in [23] and [24], the heightfield
decomposition can be described by

cj−1
k = max

(
cj
2k, cj

2k+1

)
and dj−1

k = cj
2k − cj

2k+1

using maximum coefficients cj
k and the corresponding detail

coefficients dj
k. The composition step is then calculated by

cj+1
2k = cj

k + min
(
0, dj

k

)
and cj+1

2k+1 = cj
k − max

(
0, dj

k

)
.

Fig. 3 illustrates the results of a nonstandard decomposition
to a quadratic heightfield of size 220 × 220. In the nonstandard
decomposition, the application of the filter alternates between
columns and rows.

The analysis filter can be described in a short manner using
operations in max-plus algebra Rmax [25]. This way, the filter
process is very similar to one of Haar wavelets, although the
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maximum filter does not satisfy the wavelet-filter definition
within the algebra Rmax.

B. Nonstandard Decomposition in Real Algebra

In the previous section, we described a wavelet-like de-
composition where the maximum value of a region is directly
available in the representation. Here, we want to show how
maximum computation is possible with a nonstandard wavelet
decomposition in real algebra. This is possible using a linear
combination of scalar basis functions on the domain. The
nonstandard approach to generate 2-D basis functions b(x, y)
is to combine two 1-D basis functions in a tensor-product
fashion, i.e.,

b(x, y) = b1(x) · b2(y). (1)

The 1-D basis functions b(x) can be grouped into subspaces
bi,k ∈ Vi, which build a nested set of vector spaces V0 ⊂ V1 ⊂
V2 ⊂ · · ·. As i increases, the dimension of Vi, and as a conse-
quence thereof the power to represent a function, increases. The
basis functions for the space Vi are known as scaling functions.

The orthogonal complement of Vj in Vj+1 is called Wj and
contains all functions in Vj+1 that are orthogonal to all those
in Vj according to a chosen inner product. The basis functions
of Wj are called wavelets. Altogether, the space Vi is decom-
posed into

Wi−1 ⊕ Vi−1 = Wi−1 ⊕ Wi−2 ⊕ · · · ⊕ W0 ⊕ V0 (2)

and for the 2-D tensor products ViVi

Wi−1Wi−1 ⊕ Wi−1Vi−1 ⊕ Vi−1Wi−1 ⊕ Vi−1Vi−1

= Wi−1Wi−1 ⊕ Wi−1Vi−1 ⊕ Vi−1Wi−1 ⊕ · · ·V0V0. (3)

Furthermore, the spaces Vj and Wj contain also the translated
functions f(x − k2−j), k integer, with each function f(x).
Similarly, the scaled functions f(2x) is in Vj−1 for each
function f(x) in Vj . A function f in space ViVi can be re-
presented as

f(x, y) =
∑
(k,l)

ck,lbk(x)bl(y) (4)

where {bk} and {bl} span the spaces Vj and Wj with 0 ≤ j < i.
Due to the finite small support of basis functions bk(x)bl(y), it
is possible to express the maximum

max {f(x, y) : (x, y) ∈ D1 × D2}
≤

∑
(k,l)∈P (D1,D2)

ck,l max{bk|D1}max{bl|D2}

+
∑

(k,l)∈N(D1,D2)

ck,l min{bk|D1}min{bl|D2} (5)

as a linear combination of the basis function’s minima/maxima,
where P (D1,D2) ∪ N(D1,D2) are all index pairs, for
which support{bk} ∩ D1 	= 
 and support{bl} ∩ D2 	= 
,
and P (D1,D2) are the index pairs with positive coefficients
and N(D1,D2) are the index pairs with negative coefficients,
respectively. A sampled representation of bk ∈ Vj and bk ∈ Wj

Fig. 4. Maximum values of positive coefficients (and, similarly, minimum
values of negative coefficients) at different levels j.

can be determined by reconstructing the basis function from
an impulse. As the spaces Vj and Wj are highly structured,
the minima/maxima of basis functions on their support can be
precomputed from a prototype impulse and systematically tab-
ulated. The sum (5) incorporates an increasing number of basis
functions at higher levels of the decomposition, starting with
the value corresponding to V0V0. At level j, there are 3 · 2j · 2j

basis functions, and altogether, there are 1 + 3
∑

j=0,...,n 2j2j

summands. For efficiently computing a lower/upper bound, we
can precompute the maximum cmax1

j of all positive coeffi-
cients corresponding to space WjVj and the minimum cmin1

j

of all negative coefficients corresponding to space WjVj at level
j. Similarly, we denote the maximum cmax2

j , the minimum
cmin2

j corresponding to space WjWj , and cmax3
j , cmin3

j cor-
responding to space VjWj . With these values, we can compute
a weaker upper bound

max {f(x, y) : (x, y) ∈ D1 × D2}
≤ c0,0 max{b0|b0 ∈ V0V0}

+
∑

j=1,...,n

cmax1
j max{b1|b1 ∈ WjVj}

+
∑

j=1,...,n

cmin1
j min{b1|b1 ∈ WjVj}

+
∑

j=1,...,n

cmax2
j max{b2|b2 ∈ WjWj}

+
∑

j=1,...,n

cmin2
j min{b2|b2 ∈ WjWj}

+
∑

j=1,...,n

cmax3
j max{b3|b3 ∈ VjWj}

+
∑

j=1,...,n

cmin3
j min{b3|b3 ∈ VjWj} (6)

with only 6n + 1 summands. Fig. 4 sketches the domain sec-
tions for which minimum/maximum values are precomputed.
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TABLE I
TIMINGS OF LOS COMPUTATION ON THE SAME HEIGHTFIELDS IN

DIFFERENT RESOLUTIONS (QUERIES TO TWO GROUND

STATIONS PER HEIGHTFIELD PIXEL)

TABLE II
TIMINGS OF DIFFERENT SEARCH DIRECTIONS: FORWARD, BACKWARD, OR

BASED ON WHICH ONE WAS FASTER IN THE LAST QUERY (HEIGHTFIELD

OF RESOLUTION 220 × 220 WITH TWO GROUND STATIONS)

C. Empirical Comparison

We have implemented the kd-tree data structure and its
compressed variant with LOS computation. In this section, we
give a short comparison of its performance in terms of data
set sizes and search directions. A detailed comparison can be
found in [26].

Table I lists the computation times for different resolutions
of the same heightfield data set. All timings were taken on
a Windows XP system with an Intel Pentium M 1.6-GHz
processor and 1.5-GB RAM. Point reconstruction is fastest as
it needs to access only a single height value at the leaf level.
For bilinear approximate and bilinear reconstruction, we try
to keep the four leaf nodes required for the reconstruction
sequentially in memory. The resulting performance is roughly
3/4 of that of point reconstruction. In particular, it is notable
that the wavelet-based storage scheme is nearly as fast as the
kd-tree with fully stored inner nodes. For the more complex
bilinear reconstruction in leaf nodes, the difference is even
smaller.

The tests comparing search directions in Table II show that
using the information where the intersection point was in the
last query (at a different height or in a horizontal or vertical
neighbor) is most successful. In addition, this information is
very easy to exploit. Note that it is not easy to predict if a
forward or backward search has a shorter search length up to
an intersection as it requires carrying out the search.

Fig. 5. Typical sphere parameterization and an alternative.

IV. COLLISION DETECTION BASED ON SPHERICAL

DISTANCE FIELDS

Using a spherical distance field, we developed a collision
detection algorithm [27]. In contrast to multiresolution mesh
representations with wavelets [28] or progressive meshes [29],
our approach is simpler and does not reproduce the model
topology but allows one to efficiently generate conservative
bounding volumes for model parts.

The spherical sampling according to a single center point
requires a spherical parameterization, where we have chosen
one with six charts derived from the box sides. The use of a
spherical representation allows fast model rotation and on-the-
fly generation of spherical shell bounding volumes for model
parts.

Like most collision detection algorithms, this approach con-
sists of two parts: a preprocessing step and a testing routine,
which represents the intrinsic collision test.

During the preprocessing step, the algorithm takes an initial
model and determines a model center. The choice of the cen-
ter point and its position is very important for the sampling
process. A center point, with respect to which the model is star
shaped, is preferable. However, even if such a star exists, it is
expensive to compute. Heuristic choices such as the center of an
enclosing sphere or the model’s mass center are good enough to
serve as a sampling center. The result of the sampling process
is a spherical heightfield r(φ, θ) over the parameter domain
[0, 2π] × [−(π/2), (π/2)], which encloses the whole object.

As in this parameterization all meridians coincide with each
other at the poles, an intersection test in a near pole region
would lead to many descending tests and a bad performance.
Therefore, another sphere parameterization, which is illustrated
in Fig. 5, is used. It subdivides a sphere into six separate
congruent regions and applies an angle-based parameterization
to each side. Subsampling of the six charts of our spherical
representation is done analogous to a discretized Cartesian
heightfield explained above. An illustrative example is shown
in Fig. 6.

Having transformed all objects this way, it is possible to
perform a simple and fast collision test. At runtime, the inter-
section test starts with the model representation at the lowest
resolution and tests whether they collide or not. If this test
is positive, the level of detail will be increased. Thereby, it
is important for performance purposes that only intersecting
sectors are considered further on.
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Fig. 6. Banana model, with (top) maximum distances on the six sides shown
as grayscale images with a resolution of 16 × 16 and (bottom) corresponding
transforms. The lower left sample contains the overall maximum distance.
The other samples are differences as in a nonstandard decomposition, where
red/green encodes the difference sign (negative/positive), and intensity encodes
the difference magnitude (consequently, small differences are in black).

As long as there are intersecting sectors of different objects,
the algorithm refines the objects. If the algorithm reaches the
highest resolution of an object, the collision test is performed on
the object primitives, which determines the colliding subparts.

The most relevant part concerning performance is the inter-
section test routine. Without a doubt, the test has to report an
intersection, if there is one. However, if there is no intersection,
the test may report one by mistake. The less faulty positive
results are reported, the faster the algorithm works, as unnec-
essary refinements are omitted. Therefore, balancing accuracy
and efficiency are essential.

At level 0, both objects to test are enclosed by tight spheres.
The test, whether two spheres intersect each other, is that
simple, that there is no need for simplification. However, at all
other levels of detail, the algorithm has to check two sphere
sections, which is analyzed in the list that follows.

1) So-called bounding volume tests enclose the objects to
test within geometrically simpler objects; for example,

a polygonal frustum might be used to enclose a sphere
section. Although the intersection test of two polygonal
frustums is rather simple, the amount of tests increases,
and the enclosing quality is rather bad.

2) A totally different approach to check for intersections
uses interval/affine arithmetics [30]. In theory, this ap-
proach offers an exact and fast intersection test. Although
such a test might exist, a practical test has not yet been
implemented.

3) The intersection test presented in [31] is based on al-
gebraic tests for intersection. This test is suitable for
our purposes, but due to its complexity and compu-
tational expense, we prefer a computationally cheaper
alternative.

The following geometrical test shows reasonable perfor-
mance. Checking two capped cones in 3-D is nontrivial. Subject
to the orientation of the cone axes, two cases are analyzed.
The first case deals with nonparallel axes, whereas the second
case deals with parallel lines. A heuristically chosen (angle)
threshold distinguishes between the nonparallel and parallel
cases.

In the nonparallel case for both axes, the shortest distance
and the corresponding perpendicular points P1 and P2 are
determined. The test itself considers cone sections. One cone
is intersected with a plane containing the first cone’s center and
the line through P1 and P2. This results in a well-known cone
section. The first cone is reduced to a line, which passes the
first cone’s center and the point that you get by translating P1

within the considered plane toward the cone section’s focus.
The intersection test is then reduced to a 2-D intersection test
between a cone section and a line.

In the parallel case, the algorithm analyzes the projection
of one cone onto the other cone’s axis and vice versa. For
each projection, two distance checks of points against their
according radii are performed, which results in a total of four
checks. The special case of parallel lines is separately handled
for optimization, as in this case the whole test can be done by
some interval checks, which are much faster.

Together with a quick rejection test (consider bounding cylin-
ders instead of cones) and a quick acceptance test (consider
spheres inside the cones) for the nonparallel case, the algorithm
is reasonably fast.

Collision Detection Comparison: To show the efficiency of
the new collision detection method, we have run a series of
benchmarks on a Windows PC with a Pentium M 1.6-GHz
processor. Realistically benchmarking collision detection algo-
rithms is a difficult task. This is because there is a wealth of
models with different characteristics and motions relative to
each other. In [32], a benchmarking scheme for two models
each contained in a unit box is proposed, where the second
object performs a number of full-z rotations (in 1000 frames)
at decreasing distances relative to the first object.

To compare this approach with well-known collision de-
tection methods, we have included timings using an 18-sided
discrete orientation polytope (18-DOP) [32] and oriented
bounding boxes as in the publicly available library RAPID [33].
These approaches also report all triangle pairs in collision.
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Fig. 7. Collision test for models Tree (4316 triangles) and Beetle (57 243 triangles). The line drawings show the axis of each capped cone of the discretized
models. The benchmark “Transform” reports all triangle pairs in collision without elimination of duplicates; “TransformSingleLayer” reports a single triangle pair
per layer of a colliding shell pair; and “TransformSingle” reports a single triangle pair in a colliding shell pair. For comparison, 18-DOP bounding volumes and
oriented bounding volumes (public library RAPID) are shown.

The Fig. 7 contains the collision test models: a tree model
colliding with a Beetle car model. This test demonstrates the
algorithm’s ability to handle all kinds of models. Absolutely
unstructured polygon soups, as used for the leaves within the
tree model, can be handled the same way like all other kinds
of representations without any problems. Furthermore, the tree
model is neither convex nor star shaped.

If reporting only a single triangle per spherical shell, the
timings do not very much vary. In this mode of collision
determination, the collision time is independent of the triangle
count. It only depends on the sampling density and the volume
between the inner and outer bounding shells.

V. CONCLUSION

We have presented a new collision detection algorithm,
which is suitable for all model types, e.g., polygon soups,
surfaces, and volumetric models. It is simple to implement, and
its storage scheme consumes half the space compared to the full
storage of the hierarchical spherical distance field.

The approach is scalable in the information it gives in colli-
sion determination. If it reports a single triangle per spherical
shell, then the collision time only depends on the sampling
density and the volume of spherical shells, which are used
as bounding volumes, but not on the primitives’ count of the
model. Due to this fact, it is possible to tightly estimate the time
bounds for the collision test. For bounding volume hierarchies,
the worst-case time bounds are not tight in general, as the
bounding volumes can arbitrarily overlap in space.

If we check all triangle pairs inside a spherical shell for
intersection, then the approach works well in situations with
few collisions, which are the most relevant in practice. In close-
proximity situations, the algorithm degenerates to comparing
triangle lists sorted according to the center distances of a
triangle point.

Furthermore, we have shown that LOS calculation and col-
lision detection can similarly be handled. Our wavelet-like
storage scheme can be used with both arbitrary collision de-
tection queries and LOS queries to create a more compact
representation in memory.
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